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Abstract  Program slicing can be effectively used to debug, test, analyze, understand and maintain object-
oriented software. In this paper, a new slicing model is proposed to slice Java programs based on their inherent
hierarchical feature. The main idea of hierarchical slicing is to slice programs in a stepwise way, from package

level, to class level, method level, and finally up to statement level. The stepwise slicing algorithm and the related
graph reachability algorithms are presented, the architecture of the Java program Analyzing TOol (JATO) based

on hierarchical slicing model is provided, the applications and a small case study are also discussed.

Keywords

1 Introduction

A program slice is actually an abstraction of hu-
man’s concerns in program understanding(!-?!. Pro-
gram slicing has been used in a variety of software
engineering areas, such as debugging, testing, pro-
gram comprehension, reverse engineering, software
maintenance, software test, software metrics, etc.
A slice of a module at statement s with respect to
variable v is the set of all statements and predicates
that might affect or be affected by the value of v
at s. Initially, the algorithm for computing slices
is based on data flow analysis. It is suggested in
[3] that program dependence graphs (PDGs) could
be used to compute slices more efficiently and pre-
cisely. An algorithm based on PDGs was presented
by Horwitz, Reps, and Binkley!¥, where backward
slices can be obtained by walking backwards over
the PDGs to obtain all the nodes affecting the value
of the concerned variables, and forward slices can
be obtained by walking forwards over the PDGs
to obtain all the nodes affected by concerned vari-
ables.

In traditional procedure-based programs, we
mainly focus on all kinds of data-flows and
control-flows in procedures or among procedures,
which can be computed by graph-reachability
algorithms[*%!, or two-phase graph-reachability
algorithmsl®!. In order to slice such kind of
procedure-based programs, one must take three
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steps: 1) construct PDGs, 2) slice PDGs based on
graph-reachability or two-phase graph-reachability
algorithms and get sliced PDGs, 3) obtain sliced
program from sliced PDGs.

However, things get complicated when we take
into account object-oriented programs. In addition
to considering all kinds of data-flows and control-
flows as those in procedure-based programs, we
must also consider different dependency relation-
ships originating from the class and object con-
cepts, such as inheritance dependency, message de-
pendency, reference dependency, concurrency de-
pendency, etc.

So far, there are two approaches proposed to
slice object-oriented programs. One can be called
object-oriented extension that is based on tradi-
tional graph-reachability algorithms and two-phase
graph-reachability algorithms. Many researchers
are doing work along this line. For instance,
Krishnaswamy!®! used object-oriented program de-
pendence graph (OPDG), an extension of system
dependence graph (SDG), by embedding class hi-
erarchy graphs (CHGs) into SDG. He also pro-
posed an algorithm based on OPDG to slice C++
programs. Larsen and Harrold extended the tra-
ditional SDG by adding class dependence graphs
(CIDS) in computing C++ program slices!”). Tip,
Choi, Field and Ramalingham used class hierarchy
graph (CHG) to compute class hierarchy slices!®!.
Steindl presented an approach to computing inter-
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modular slices in object-oriented program!®!. Zhao
proposed a method to compute dynamic object-
oriented program slices!’®. All these methods are
simply based on some kinds of dependence graphs
and graph reachability or two-phase graph reacha-
bility algorithms.

The other promising way is to introduce new al-
gorithms to deal with the new object-oriented chal-
lenges in slicing object-oriented programs. In this
paper, we follow this way and try to go a step fur-
ther to separate our concerns in program slicing.
In other words, we are trying to slice programs in
a stepwise way.

The organization of this paper is as follows. An
overview of the main idea of our approach is pre-
sented in the next section. A hierarchical slicing
model (HSM) is introduced in Section 3, where
we discuss a hierarchical slicing criterion, hierarchi-
cal dependence graphs and a stepwise slicing algo-
rithm. Section 4 introduces the implemented Java
program analyzing tool—JATO, which is based on
the hierarchical slicing model and the stepwise slic-
ing algorithm. Section 5 makes some comparison
with related work, and Section 6 concludes the pa-
per.

2 Basic Ideas

Object-oriented programs have explicit hierar-
chical structures. Especially, the hierarchical struc-
ture in a Java program is very clear, i.e., a pack-
age consists of classes and interfaces; a class or
an interface consists of methods and member vari-
ables; a method consists of some statements and
local variables. The HSM constructs dependence
graphs and computes program slices over these hi-
erarchical structures to meet the different specific
requirements.

The points to stress are as follows. 1) A pack-
age, class/interface, or method affects or is affected
by variable v if and only if a statement or a predi-
cate in the package, class/interface, or method af-
fects or is affected by the variable v. 2) If a state-
ment or predicate may affect variable v, and the
statement or predicate uses variable 7, then we say
that variable j may affect variable v.

The HSM divides a Java source program into
four levels, i.e., package-level, class or interface-
level, member method/member variable-level, and
statement /local variable-level. A Java program
contains some packages, which produce dependen-
cies by import statements and sub-package relation-
ships; a package consists of some classes or interface

declarations. These classes and interfaces produce
dependence relationships between them by inher-
itance, implement, call to class member, etc. A
class or interface declaration consists of some mem-
ber data and member methods, the connection be-
tween methods is realized by calling each other, and
a method consists of some statements and variables
(including local and global variables).

The main idea of the hierarchical slicing al-
gorithm is: if we consider slicing criterion (s,v),
where s and v are a statement and a variable in any
method, respectively, then we can compute slices
w.r.t slicing criterion (s, v) according to the follow-
ing steps using our hierarchical slicing algorithm
(in the following steps, J represents a Java source
program, which may be related to some packages):

e Package-level. First we determine all packages
related to the package containing s and v based
on the direct or indirect dependence relationships
caused by import statements. We delete all the
packages which are not related to the package con-
taining s and v. Finally, we get the package-level
slice w.r.t the slicing criterion (s,v), marked as
SHT).

e Class or interface-level. We analyze S'(J)
and delete all classes and interfaces which are not
related to the class containing s and v, and get the
class or interface-level slice w.r.t the slicing crite-
rion (s,v), marked as S?(J). We have S'(J) D
S2(7).

e Member method or variable-level. We an-
alyze S?(J) and delete all member methods and
variables which are not related to the method con-
taining s and v, and get the member method or
variable-level slice w.r.t the slicing criterion (s, v),
marked as S3(J) . We have S'(J) 2 S*(J) 2
S3(T).

e Statement and local variable-level.
lyze S3(J) and delete all statements and predicates
which are not related to the statement s contain-
ing the variable v. We get the statement and local
variable-level slice w.r.t the slicing criterion (s, v),
marked as S(J) . We have SY(J) D S%(J) 2
S3(J) D S(J). By now we get the slice S(J)

w.r.t slicing criterion (s,v) of a Java program.

We ana-

3 Hierarchical Slicing Model

The hierarchical slicing model consists of three
parts: 1) hierarchical slicing criterion, 2) hierar-
chical dependence graphs, and 3) stepwise slicing
algorithms, which will be covered in this and the
next two sections. Fig.1 shows the structure of
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our hierarchical slicing model. In the HSM, we
can obtain the package-level slice (or the class-level
slice, or the method-level slice, or the statement-
level slice) based on the package-level dependence
graph (or the class-level, or the method-level, or the
statement-level dependence graph) and the step-
wise slicing algorithm.

Stepwise
slicing

| Package-level slice |—[PL,

[ Class-level slice

[ Method-level slice

[Statement-level slice

Fig.1. Structure of hierarchical slicing model.

3.1 Hierarchical Slicing Criterion

In this section, we define formally our hierarchi-
cal slicing criterion. Given a Java program 7, let
Py, C7, My and S7 represent the set of pack-
ages, classes or interfaces, methods(attributes),
and statements declared, defined or used in 7, re-
spectively.

For Vs € S, we use V; to denote the variable
set occurring (defined or referenced) in statement s.
V, may be empty or a singleton. For any statement
s € Sz, we can always get its enclosing method,
class or interface, and package by mappings M(s),
C(s), and P(s), respectively. For the declaration
statement s (or the initializer) of an attribute m,
M(s) is m itself.

The statements that can affect a variable v may
be the variable declaration statement, assignment
statements with v as the left hand side, or method
call statements with v as a call by reference pa-
rameter. The statements that can be affected by
a variable v may be expressions with one or more
occurrences of v, or method call statements with
v as a parameter. We denote the set of state-
ments affecting v as affect(v), and the set of state-
ments affected by v as affected-by(v). Let predi-
cates B, = affect(v), F, = affected-by(v), that is to
say, By(s) =true iff s € affect(v) and F,(s) =true
iff s € affected-by(v).

We say that a package p € Py, or a class (in-
terface) ¢ € Cz7, or a method m € M7, may affect
variable set V'if 3s € S7, v € V- P(s) = pA B,(s),
ds € Sz, v € V-C(s) = cA By(s), or Is € Sz,
v eV -M(s) =mA B,(s), hold.

We say that a package p € Py, or a class (in-
terface) ¢ € Cz, or a method m € M7, may be af-
fected by variable set V if 3s € Sz, v € V- P(s) =
pAF,(s),ds € Sy, v € V-C(s) = c A Fy,(s), or
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dse Sz, veV - M(s)=mA F,(s), hold.

Thus, all the packages that may affect vari-
able set V are given by >, ., = {p|3s € Sz,
v € V.P(s) = pA By(s)}. Similarly, all the
classes (interfaces) that may affect variable set V
are given by > ~_,,, ={c|3s € Sy, v €V -C(s) =
¢ A\ By(s)}, and all the methods that may affect
variable set V are given by > ,, .., = {m|3S € Sz,
veV -M(s)=mABy(s)}.

All the packages that may be affected by vari-
able set V' are given by Y p, , = {p|3s € Sz,v €
V-P(s) = pAF,(s)}. Similarly, all the classes (in-
terfaces) that may be affected by variable set V are
given by > . ={c|3s € Sy,v € V-C(s) =cA
F,(s)}, and all the methods that may be affected by
variable set V are given by > _,,, |, = {m|3s € Sz,
veV -M(s)=mAF,(s)}

Definition 1 (Hierarchical Slicing Crite-
rion). Given a program J, a slicing criterion with
respect to J is a pair (s,v), where s € Sz, v € V.
By mappings M(s), C(s), and P(s), we can get
method-level, class-level and package-level slicing
criteria (M(s),v), (C(s),v) and (P(s),v).

To make any sense, we assume the variable set
V, must not be empty. Thus, in the following we
assume V; #£ 0, for any slicing criterion (s, v).

Definition 2 (Package-Level Slice). Given
a program J and a slicing criterion (P(s),v). The
package-level backward slice of J with respect to
(P(s),v) is given by > p_,i,, where V. = {v}; the
package-level forward slice of J with respect to
(P(s),v) is given by Y p, 1, where V = {v}.

We can define class-level, method-level and
statement-level slices according to the same idea,
regarding the slicing criteria (C(s),v), (M(s),v),
and (s,v), respectively.

3.2 Hierarchical Dependence Graphs

When implementing the hierarchical slicing
model, we only consider a subset of Java syntax,
where we do not consider the cases including mul-
tithreading and exception handling, etc. The hier-
archical slicing model consists of three levels: syn-
tax analysis, generation of dependence graphs and
computation of slices.

The syntax of a Java source program is ana-
lyzed at the syntax analysis level. The code infor-
mation tree (CIT) and global symbol table (GST)
are constructed based on the information obtained
by syntax analysis. In the implementation, we
first use lex/yacc to produce a CIT. Then all kinds
of dependence graphs are generated based on the
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CIT produced at the syntax analysis level. Fi-
nally, different-level slices can be computed based
on these dependence graphs.

Four kinds of dependence graphs are used in
the hierarchical slicing model: package level de-
pendence graphs (PLDG), class level dependence
graphs (CLDG), method level dependence graphs
(MLDG), and statement level dependence graphs
(SLDG).

The construction of these dependence graphs
depends on the CIT and the GST, which can be
obtained by JAST — a built-in special compiler
generated by lex/yacc. Logically, the structure of a
CIT is equivalent to an abstract syntax tree (AST).
Each yacc syntax rule has a corresponding CIT
node, which stores all the useful information for
later processing. The data structure of the CIT is
defined as
typedef struct TREENODE
{ struct TREENODE* sibling;

struct TREENODE¥* child[4];
int lineno; //record line number for slice
Nodetype nodetype; //mark node type

char* name;

char* datatype; // datatype including basic and refer-

// ence types
//record the class name of type cast
//between classes

char* casttype;

We can construct a GST by further processing
the information involved in a CIT. The GST ex-
hibits the kernel idea of hierarchical slicing model
and plays an important role during slice genera-
tion. Package-level, class-level and method-level
dependence graphs are constructed based on the
GST. The GST reorganizes the information above
method-level, and divides the information into four
levels, i.e., package level, compile unit level, class
level and intra-class level, to meet the requirement
of later slicing algorithms. The following is the data
structure of the GST: a global symbol table is a
dynamic array whose element type is class Pack-
ageDefine.

class PackageDefine //record the information of a package
{ int PackagelD; //package identification, begin with zero
CString PackageName; //package name
CStringArray ImportPackages; //record the informa-
//tion of all import statements in a package
CObArray CompileUnitTable; //record the informa-
//tion of all compile units in a package, it is a
//dynamic array whose element type is
// CompileUnitDefine
}

class CompileUnitDefine
// compile unit
{ CString FileName;
//pile unit
CObArray ClassTable;

//record the information of a
the name of file including com-
// g

//record the information of

{ int MemberID;

//all interfaces in compile unit, it is a dynamic
//array whose element type is ClassDefine

}

class ClassDefine
//interface
{ int ClassID;

// record the information of class or

//ID of a class or interface

CString ClassName; //name of a class or interface

CStringArray Extends; / /record the information of
// extends statement in a class or interface

CStringArray Implements; // record the information
//of implements in a class

CObArray MemberTable; // record the information
//of all member variables and member functions in
//a class or interface, it is a dynamic array whose
// element type is MemberDefine

}

class MemberDefine //record the information of all
//member variables and member functions in a
//class or interface

//the identification of member
//variables and member functions

bool IsMemberData; //mark is used to determine a
//member variable or member function

bool HasMethodBody; //mark is used to determine a
//member function or method body

CString MemberName; //the name of member variable
//or member function

CStringArray DataType; //the types of all formal para-
//meters in member function or the types of member
//variables

CStringArray CreateClassName; //record the names
//of all other classes created in a member function
//for constructing new relationship

CUlntArray MemberMethodUselD; //record ID of all
//member variables used in a member function for
/[ constructing MSV relationship

CUlntArray MemberDataDefID; //record ID of all
//member variables changed in a member function

CUlIntArray MemberDataRefID; //record ID of all
//member variables referenced in a member function

CStringArray MemberDataDef; //record all varia-
//bles defined in a member method

CStringArray MemberDataRef; //record all varia-
//bles referenced in a member method

In next subsections, we introduce the algo-
rithms used to generate the hierarchical depen-
dence graphs. All these algorithms need to traverse
some parts of the CIT.

1) Algorithm 1: Generation of PLDG. A
PLDG is used to represent the import and sub-
package relationships between packages. If pack-
age p; imports package ps, then there is an edge
from p; to ps. Because it is the import statement
that creates the import relationship between pack-
ages, so the package-level dependence graph can be
constructed directly by scanning CIT.

The data structure of a PLDG is: int* Pack-

ageHierarchyDependence. A PLDG is logically a
square matrix PA, and the rank of PA is the length
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PackageCount of the symbol table SymbolTable.
The subscripts of PA represent the id of all pack-
ages in source program. PA[i,j] = 1 means that
the package ¢ imports package j; and PA[i, j] = 2
means that the package ¢ is a sub-package of pack-
age J.
Input: CIT of a program
Output: PLDG
Procedure. Construct-PLDG(CIT *aProgram)
begin
1. for (int ¢ = 04; ¢ < PackageCount; i++)
2. for each PackageDefine piin SymbolTable
3. if (pi is a sub-package) then
4 Create sub-package dependence relation-
ship
5. Add 2 to corresponding position in the
square matrix PA

6. else

7. Get the names of all imported packages
of pt from pi.ImportPackages

8. Get the id of each imported package from
SymbolTable

9. Build import dependence relationship be-
tween the package and its import package

10. Add 1 to corresponding position in the

square matrix PA
end

For instance, by scanning the CIT we find that
there is no import package in the Java program of
Fig.2, so its PLDG is the root node itself.

1. class A{ 13. public f1()
2. public in x; 14. {z=y;}
3. public f1() }
4. {z=1;} 15. class D{
16. public void f3(A a)
5. class B extends A{ 17. {a.f1();
6. public int y; 18. return; }
7. public f1()
8. {z=2;} 19. class E{
9. public f2() 20. public static void
10. {y =3; main(String str[]){
21. A al =new B();
11. class C extends A{ | 22. D dl =new D()
12. public int y; 23. d1.f3(al); }

Fig.2. Toy Java program.

2) Algorithm 2: Generation of CLDG. A
CLDG is used to represent the inheritance, imple-
ment and create relationships between classes or
interfaces. If an object of class co is created di-
rectly in class ¢y, then we say that there is a create
relationship between classes ¢; and c;. If an ob-
ject of class c; is created in class cg, then there is a
bi-direction edge between c¢; and cy. If class B in-
herits from class A or implements interface A, then
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there is an inheritance edge from B to A. Since the
inheritance, implement and create relationships in
a class or interface are described using extend, im-
plement and new in Java program, the CLDG can
also be constructed directly by scanning the CIT.
The data structure of a CLDG is: int*
ClassHierarchyDependence. A CLDG is logically
a square matrix CA. The rank of square matrix
CA is the number of classes and interfaces in the
source program, i.e., ClassCount. The subscripts
of CA represent the id of each class or interface in
the source program. The meanings of square ma-
trix are: CA[Z, j] = 1 denotes that class or interface
Jj inherits class or interface i; CAJi, j] = 2 denotes
that class 7 implements interface i; CA[i, j] = 3 de-
notes that class or interface j is a member variable
of class or interface i; CA[i,j] = 4 denotes that
class j creates class i. The algorithm for construct-
ing the CLDG is:
Input: CIT of a package
Output: CLDG
Procedure. Construct-CLDG(CIT *aPackage)
begin
1. for(int ¢ = 0; ¢ < ClassCount; i++)
2. foreach ClassDefine ci in SymbolTable
3. Find the names of all classes inherited by ci in
extends statements
4. Find the names of all interfaces inherited by
ci in extends statements
5. Find the id of each father class or father inter-
face in SymbolTable
6. Create “inheritance dependence” relationship
7. Add 1 to corresponding position in square ma-

trix CM
8. Find the name of each implemented interface
by ci
9. Find the id of each implemented interface in
SymbolTable
10. Create “implement dependence” relationship
11.  Add 2 to corresponding position in square
matrix CM
12. foreach member method or member variable
in ci
13. Get the information inf of member variable
or member method in ci
14.  if (inf is a member variable, var with a class
type or interface type) then
15. Find the id of class or interface of the

member variable in SymbolTable
16. Create “aggregation dependence”
tween ci and class or interface of var
17. Add 3 to corresponding position in
square matrix CM

be-

18.  else (inf is a member method)
19. Find the name of each created class in Cre-
ateClassName
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20. Find the id of each class in SymbolTable
21. Create “create dependence” between ci
and the class or interface
22. Add 4 to corresponding position in square
matrix CM
end

The CLDG of Program given in Fig.2 is shown
in Fig.3.

» Inheritance edge

&1 (o] [0 o] =5

— Create dependence edge

Fig.3. CLDG and its logical matrix of the toy Java program
in Fig.2.

3) Algorithm 3: Generation of MLDG. In
Java programs, class member methods and member
variables may have the following two kinds of de-
pendence relationships: 1) multiple member meth-
ods share a member variable that leads to a direct
definition or use relationship, called MSV (method
sharing variable) relationship; 2) call relationship
caused by calling other methods so as to use the
member variables indirectly. An MLDG is used
to describe the two relationships between member
methods and member variables.

The data structure of an MLDG is int* Mem-
berDependence. An MLDG is logically a square
matrix MA. The rank of the square matrix MA
is the number of all member variables and mem-
ber methods, i.e., MemberCount. The subscripts
of MA represent the id of each member variable
or member method in the class. The meanings of
the square matrix are: MA[i,j] = 1 denotes that
member method j uses member variable 7 (MSV re-
lation); MA[i,j] = 2 denotes that member method
7 calls member method i. The algorithm for con-
structing the MLDG is:

Input: CIT of a class

Output: MLDG

Procedure. Construct MLDG(CIT *aClass)
begin

1. for (int 2 = 0; ¢ < MemberCount; i++)

2. foreach MethodDefine mi in SymbolTable

3. if (mi is a member method) then

4. Find the id of each referenced member vari-
able in mi in MemberDataRefID

5. Find the id of each referenced member vari-
able in mi in MemberDataDefID

6. Find the id of each defined member variable

in mi in MemberDataRefID

7. Find the id of each defined member variable
in mi in MemberDataDefID

8. Create “MSV dependence” between mi and
all these member variables

9. Add 1 to corresponding position in matrix
MA

10. Find the id of each member method refer-
enced in mi in MemberMethodUselD

11. Create “call dependence” between mi and
these member methods

12. Add 2 to corresponding position in matrix

MA

end

The MLDG of the program given in Fig.2 is
shown in Fig.4. The method f1 of classes B and C
inherited from A may be covered by the method f1
newly defined in B and C, respectively. Inherited
method f1 will not be shown in the MLDG.

1 Class node
() Method node

< Variable node
— Variable use edge
e Clags member edge

Fig.4. MLDG of the toy Java program in Fig.2.

4) Algorithm 4: Generation of SLDG. An
SLDG will be derived for each member method of
each class. The SLDG of member method m of
class ¢ is a pair (Ng, E;), where Ny is the node set,
each of the node corresponds to a certain statement
in m and FEj is the edge set. There are three kinds
of dependence relationships between statements.
Statement node j may have data dependence on
node ¢, where variable z is declared and accessible
from j. There exists sequential control dependence
between a statement and its immediate last state-
ment. And transfer control dependence occurs in
conditional statements or loop statements, where
the body depends on the predicate part of these
statements. FE, is the set which is composed of
all these kinds of dependences. The generation al-
gorithm of an SLDG is similar to the traditional
algorithms(*7]. We here do not discuss it in de-
tails.
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3.3 Stepwise Slicing Algorithm

Based on the hierarchical slicing criterion and
different kinds of dependence graph generation al-
gorithms, we can introduce a stepwise slicing al-
gorithm for slicing Java programs. The slicing al-
gorithm includes some continuous steps, like the
stepwise refinement method adopted in program
development, so we call this algorithm the stepwise
slicing algorithm.

Firstly, we construct PLDG based on source
program, and perform the computation of the
package-level slice (in fact, it is a sliced PLDG)
over the PLDG w.r.t the package-level slicing cri-
terion (P(s),v).

Secondly, we construct the CLDG based on a
sliced PLDG (in fact, it is the class-level extension
of the sliced PLDG), and perform the computation
of the class-level slice (in fact, it is a sliced CLDG)
over the CLDG w.r.t the class-level slicing criterion
(C(s),v).

Along this way, we can further obtain the
method-level slice and the statement-level slice
w.r.t slicing criteria (M(s),v) and (s,v), respec-
tively.

In the implementation of slicing algorithm, we
define a slicing criterion class SliceCriterion.
class SliceCriterion
{ set var; //record the interesting variable or

//the set of variables

int lineno; //record the number of statement s

// containing varible var

int packagelD; //record id of the package containing
//the interesting variable var or the set of
//variables, we get by mapping P(s)

int classID; //record id of the package containing
//the interesting variable var or the set of var-
//iables, we get it by mapping C(s)

int methodID; //record id of the package containing
//the interesting variable var or the set of vari-
// ables, we get it by mapping M(s)

Then, the algorithm for stepwise program slic-
ing is:
Input: Slice criterion (s,v), PLDG
Output: program slice
Procedure. CIT *OnSlicing (PLDG *pa, Slice-
Criterion *sc)
begin
PS=PackageSlicing(pa, sc.packagelD)
CGS={}
for all package p in PS do
CGS=CGS.append(GetCLDG(p))
CS=ClassSlicing(CGS, sc.classID)
MGS={ }

A
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7. for all class cin CS do

8. MGS = MGS.append(getMLDG(c))
9. MS=MethodSlicing(MGS, sc.methodID)
10.  SGS={}
11.  for all method m in MS do
12. SGS = SGS.append(getSLDG(m))
13. SS=StatementSlicing(SGS, sc.lineno)
14. return SS
end

The procedure PackageSlicing() is used to get
the package level slice of (s,v), by taking the PLDG
of the system in question and the slicing crite-
rion (packagelID,var) as parameters, and return-
ing all the packages (or sub-packages) relevant to
the package containing statement s. Since all the
irrelevant packages are cleared out of the follow-
ing focus, the overall performance of slicing will be
improved considerably.

The procedure ClassSlicing() is used to com-
pute the class level slice of (s,v), by taking the
CLDG (in fact, it is sliced PLDG) and slicing crite-
rion (classID, var) as parameters, and returning all
the classes or interfaces relevant to the class con-
taining statement s. The slicing focus is further
zoomed in to leave all the irrelevant classes or in-
terfaces out of consideration.

The procedure MethodSlicing() is used to fur-
ther determine all the member methods and mem-
ber variables which are relevant to the method con-
taining statement s, within every relevant class.
Likewise, MethodSlicing() returns all the pertinent
methods (variables) and ignores the others.

The procedure StatementSlicing() is used to
compute the statement-level slice of (s, v}, i.e., the
set of all statements and control predicates, which
affects the value of variable v for backward slicing
(or is affected by the value of variable v for for-
ward slicing). The way we compute the statement
level slice is a top-down, instead of a bottom-up,
method.

This kind of stepwise slicing approach is based
on the hierarchical structure of Java programs, and
has been shown in JATO to be an effective and ef-
ficient solution to Java program slicing. We will
give a case study in the next section. Each of the
procedures, PackageSlicing(), ClassSlicing(), and
MethodSlicing(), is actually a graph-reachability al-
gorithm. Procedure StatementSlicing() is a two-
phase graph-reachability algorithm, which is the
same as traditional algorithm!*7). For simplicity,
here we only give the algorithm for package-level
slicing. The others can be done along the same
way.
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Input: package level dependence graph, slicing cri-
terion

Output: package level slicing

Procedure PackageSlicing (PLDG *pa, PNode

*node)
begin
1 if node is not marked then
2 mark the node visited
3. insert node into wvisited Nodes
4 for all nodes pred on which node depends
do
5. PackageSlicing(pred);

end

Procedures GetCLDG(), GetMLDG() and Get-
SLDG() are used to extend sliced PLDG, sliced
CLDG and sliced MLDG to class-level, method-
level and statement-level dependence graphs, re-
spectively. The concrete processes are given in Al-
gorithms 1-4.

4 JATO—Java Program Analyzing Tool

JATO has been implemented in C++ based on
the hierarchical slicing model. JATO can construct
different dependence graphs and compute program
slices at different levels. The main goal of JATO
is to be integrated into a Software Quality Mea-
surement Platform as an embedded system, where
program slices of Java programs at different ab-
straction levels can be computed and used to ana-
lyze, measure and test Java programs in the same
environment.

GUI !

Software measurement tools Software test tools I

JATO
[ agsT }—+PLDG Graph
CLDG reachability
it ]+ sorithm | €2y
CIT trees MLDG Program
SLDG Stepwise .slice
library

slicing

A A

! I
Slicing criterion

Java program

Fig.5. Architecture of JATO.

4.1 Architecture of JATO

The architecture of JATO and its embedding en-
vironment are shown in Fig.5. JATO expects Java
project files (deployment of packages) as its input.
JAST is responsible for generating the abstract

syntax trees of the syntactically correct Java pro-
grams, and the GSTs are generated by a GST gen-
erator. Then, different dependence graphs are de-
rived and fed to the graph-reachability algorithms
and the stepwise slicing algorithm to produce the
desired program slices.

Measurement and test tools provide some ba-
sic tools such as coupling measurement tools,
information-flow analysis and test tools, etc. Users
can get different-level slices and measurement or
test results by interacting with the GUI, which is
not discussed in this paper, interested readers are
referred to [11, 12] for more information.

4.2 Case Study in JATO

We show the hierarchical slicing approach under-
pinning JATO by slicing the Java program shown
in Fig.2 step by step.

We input a slicing criterion (23, al), since state-
ment 23 belongs to the main method, and belongs
to class E. The method level slicing criterion is
(main,al), and the class level slicing criterion is
(E,al). Assume that all these classes belong to
a package named P, then the package level slicing
criterion is (P,al). In order to get a slice at the
package level, we start from the node that repre-
sents package P, find all nodes whose import edges
directly or indirectly arrive at node P. The set of
all these nodes is the package level slice of the Java
program with respect to slicing criterion (P, al). In
the above example, the package level slice is P it-
self because only one package is in question. Here,
the package level slice (a sliced PLDG) and PLDG
are the same, i.e., the P node.

Fig.6. Sliced CLDG and its method-level extension.

In order to get a class level slice, we first ex-
tend package node P to the CLDG. In fact, the
CLDG can be acquired by traversing the concerned
CIT of P and GST. Fig.3 is the CLDG of the ex-
ample program, where there is an inheritance de-
pendence edge from B to A, as well as from C to
A. Since class E creates an object of both class B
and class D respectively, there is a create depen-
dence edge from class E to B, as well as from F
to D. Then, from the class containing the slicing
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interested point, statement 23 figures out the set Z,
which contains all nodes that can be reached from
class node E along creation edges, and finds the set
I7T of all nodes which can be reached from every
class node in set Z along inheritance or implement
edges. The union of Z and ZZ is the class level
slice with respect to slicing criterion (23, al). Here,
T = {B,D,E}, ITT = {A}, thus the class level
slice w.r.t slicing criterion (23,al) is {B, D, A, E}.
Then, we get the sliced CLDG and its method-level
extension in Fig.6.

To get the method level slice, we first extend
the sliced CLDG to the MLDG. Since class C is
not contained in the class-level slice, we ignore it
when we extend the sliced CLDG to the MLDG.
Then start to traverse backward from f3 node of
D along defining edges, and we get node a of D.
Then traverse backward from nodes a of D and
x of B along used-by edges, and we get nodes f1
of B and main. Thus, the method level slice is
{main,D.f3,B.f1,D.a,B.x}. To get the state-
ment level slice, we first extend the sliced MLDG
to the SLDG along the same way as Fig.6, then
we use two-phase graph-reachability algorithm to
compute the statement level slice, which is shown
in Fig.7.

1. class A{ 17. {a.f1();

2. public int z;} 18. return; }}

5. class B extends A{ 19. class E{

6. public int y; 20. public static void
7. public f1() main(String str[]){
8. {z =2;}} 21. A al = new B();
15. class D{ 22. D d1 = new D();
16. public void f3(A a) | 23. d1.f3(al);}}

Fig.7. Statement slice of Java program in Fig.2 w.r.t. slicing

criterion (23, al).

5 Related Work and Comparison

In this section, we make a comparison between
our hierarchical slicing model and other object-
oriented program slicing approaches, e.g., [6, 7, 13]
and consider two aspects: the complexity of the
algorithms and the exactness of the slicing results.

5.1 Complexity of the Slicing Algorithm

Compared with the traditional approaches!*~7,

the hierarchical slicing model may reduce the whole
complexity of the slicing algorithm and the de-
pendence graph construction algorithms, since the
different dependence graphs, i.e., PLDG, CLDG,
MLDG, and SLDG, can be constructed one upon

J. Comput. Sci. & Technol., Nov. 2004, Vol.19, No.6

another. If a slicing criterion is specified, PLDG
can be constructed by only considering the pack-
ages relevant to the slicing criterion, and leaving
the other irrelevant packages out of focus. Thus,
the construction time of PLDG w.r.t this slicing
criterion will decrease. For the same reason, the
construction time of CLDG, MLDG, and SLDG
w.r.t this slicing criterion will decrease consider-
ably. However, this is under the assumption that
the slicing criterion specified by users is unchange-
able, or at least is not changed so frequently. If
there are lots of slicing criteria to be specified,
the overall performance will get worse since every
time a slicing criterion is input, all the dependence
graphs, which depend on the slicing criterion, must
be re-constructed accordingly.

To overcome this, we can construct these de-
pendence graphs completely, once and for all, for
every input Java program. Such pre-computed re-
sults can be reused for all slicing criteria selected
from the source program. In this way, the construc-
tion of SLDG will have the same complexity as that
of the traditional approaches. But, the complexity
of the slicing algorithm is getting reduced because
many of irrelevant packages, classes and methods
are ignored when we compute statement-level slices
using hierarchical slicing algorithm for a slicing cri-
terion. So, the whole complexity is decreased.

In addition, we can get different level slices us-
ing our approach, these by-products are very use-
ful for program comprehension, reverse engineer-
ing, code reuse, etc.

5.2 Exactness of Slice Results

One of the main concerns of program slicing is
the exactness of the slicing results. One can get a
piece of program and claim that it is just the slicing
result of the given slicing criterion. However, better
program understanding can only be derived from
more precise slicing results. In the previous work,
the solutions to slice programs with polymorphism
are very weak, especially for polymorphic object
parameters. A method was proposed to slice pro-
grams with polymorphism in [13], but the slicing re-
sults are not so exact. It might include the methods
in class C or A if we compute the slice with respect
to slicing criterion (23,al) by using their method.
The hierarchical slicing model proposed in this pa-
per can eliminate irrelevant classes or methods at
class slicing level or method slicing level, so, more
precise slicing results can be acquired.
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6 Conclusion

The concept of class hierarchy slice was intro-
duced in [8]. This idea was further extended in the
hierarchical slicing modell™*15] which covers the
package level, method level, in addition to the class
level and statement level. In this model, program
slices can be derived at different levels with differ-
ent granularities in a stepwise way. In this paper,
the hierarchical slicing model is further elaborated
and refined.

The application study of the hierarchical slic-
ing model was presented in [11, 12], where we stud-
ied the information-flow analysis and coupling mea-
surement using the hierarchical slicing model.

The prototype tool JATO has been imple-
mented based on the hierarchical slicing model to
slice Java programs. One of the aims of the JATO
project is to measure and to test Java programs by
using object-oriented program slicing techniques.
The slice results acquired from JATO can be fur-
ther exploited in tools concerning software metrics,
software test, etc. Currently, the slicing results can
be generated correctly in the stepwise slicing algo-
rithm within a Java syntax subset.

But since the multithreading and exception
handling are not included in our algorithm, the
wider application of the algorithm is delayed. As a
next step, we will extend our algorithm with more
Java program features. Some research results show
that it is not very difficult to add these properties
to our algorithm, but we do not want to discuss
these issues in this paper for the simplicity.

Many experiments should be performed in the
next stages to improve the functionality of JATO
and the software quality measurement platform.
Even though we can do some information-flow anal-
ysis, coupling assessment and some data-flow test
in our environment, there are still many function-
alities, for instance functional test, some structural
test, cohesion measurement, and code reuse, are
not realized in the current version. These will be
considered in the next version of the software qual-
ity measurement platform.
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